**Code: -**

class LinearQueue:

    def \_\_init\_\_(self, capacity):

*self*.capacity = capacity  *# Size of the queue*

*self*.queue = [None] \* capacity  *# Array to hold the queue elements*

*self*.front = -1  *# Front points to the first element of the queue*

*self*.rear = -1  *# Rear points to the last element of the queue*

    def is\_empty(self):

        return *self*.front == -1  *# Queue is empty if front is -1*

    def is\_full(self):

        return *self*.rear == *self*.capacity - 1  *# Queue is full if rear is at capacity - 1*

    def enqueue(self, value):

        if *self*.is\_full():

            print("Queue is full!")

            return

        if *self*.is\_empty():

*self*.front = 0  *# When the first element is inserted*

*self*.rear += 1

*self*.queue[*self*.rear] = value  *# Insert the value at the rear*

    def dequeue(self):

        if *self*.is\_empty():

            print("Queue is empty!")

            return None

        dequeued\_value = *self*.queue[*self*.front]

        if *self*.front == *self*.rear:  *# If the front is the last element, reset the queue*

*self*.front = *self*.rear = -1

        else:

*self*.front += 1  *# Move front to the next element*

        return dequeued\_value

    def peek(self):

        if *self*.is\_empty():

            print("Queue is empty!")

            return None

        return *self*.queue[*self*.front]

    def display(self):

        if *self*.is\_empty():

            print("Queue is empty!")

            return

        print("Queue elements:")

        for i in range(*self*.front, *self*.rear + 1):

            print(*self*.queue[i], end=" ")

*# Example usage*

queue = LinearQueue(5)

queue.enqueue(10)

queue.enqueue(20)

queue.enqueue(30)

queue.enqueue(40)

queue.enqueue(50)

print("Initial Queue:")

queue.display()

print("\nDequeue operation:", queue.dequeue())

print("\nQueue after Dequeue:")

queue.display()

queue.enqueue(60)

print("\nQueue after Enqueue 60:")

queue.display()

**OUTPUT:**

**![](data:image/png;base64,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)**